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Preface

Experimental Software Engineering Issues:
Critical Assessment and Future Directions

Context

Since its inception in 1968, software engineering has struggled to find its identity.
Today, we can identify three different approaches to study of the discipline of scftware
engineering in the research community: the mathematical or formal methods approach,
the system building approach, and the empirical studies group. Within the mathemati-
cal or formal methods group, the emphasts is on finding better formal methods and lan-
guages and software development is viewed as a mathematical transformation process.
Within the system building group, the emphasis is on finding better methods for struc-
turing large systems and software development is viewed as a creative task which can-
not be controlled other than through rigid constraints on the resulting product. Within
the empirical studies group, the emphasis is on understanding the sirengths and weak-
nesses of methods and tools in order to 1ailor them (o the specific goals of a particular
software project.

The purposc of this workshop was to gather those members of the software engi-
neering communily who support an engineering approach, based wpon empirical stud-
ies, to provide an interchange of ideas and paradigms for research. .

Software engineering based upon empirical studies is made difficult when one
observes that in practical software organizations, project contexts (i.c., project goals
and environmental characteristics) vary from project to project. Thus, no single tech-
nology or method can be expected to work well in all contexts, and observing software
phenomena out of context seems ta be doomed to fail. As part of the leaming process,
we need to characterize and understand the project context and understand the various
phenomena relative to that context and learn in an increment(al and evolutionary man-
ner. We need to replicate experiments in different contexts ¢ fully understand the
nature of the various phenomena and be able 10 build models to facilitate learning,

Improvement oriented approaches that take into account the evolutionary and
experimental nature of software have recently been suggested as a frameworck for stud-
ying the relationships between product and knowledge enginecring. This framework
bears the potential of integrating the efforts ol the formal methods, system building,
and empirical studics approaches in a promising way. These improvement approaches
are bascd on the use of empirical wehnology for building models. Formal methods as
well as system building technology can be clevated to the level of useful technology
from an engineering perspective if augmented with knowledge of their effectiveness
based on empirical evidence, Other frameworks with similar objectives have been sug-
gested too.

Alter twenty-five years of software engineering it seemed appropriate o rethink its
scientific and engineering basis. Based on the increasing demands imposed on our fietd
by the ever-increasing complexity and criticality of sofiware related applications, a
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move towards an enginecring view of gur ficld is needed. Such a move must not be
construed as a competition between the mathematical, system building, and empirical
studies approaches. Instead, il suggests that alf three are necessary, but that we cannot
ignore the neture of our field, which requires more than devising new languages and
techniques and more than just building systems which can be judged at the end. We
need to do all of this in a framework which enables us 1o understand ail existing and
new technologics, and use them in a controlied fashion to develop the sysiems required
by our cuslomers.

Objectives

We have only begun to understand the experimental nature of software engincering,
the role of empirical studies and measurement within software engineering, and the
mechanisms needed to apply them successfully, Workshop discussion was focused on
assessing past accomplishments within the experimenta! software engineering commu-
nity and proposing necessary future steps. The topics of discassion included several of
the most eminent chatlenges within experimental software engineering:

{1) Identifying the appropriatc paradigm for software engincering:
Should we adapt the mathematical approach or the experimenta! approaches
used in physical or social sciences? For what purpoaes do we need empirical
studics in experimental software enginearing? What are software.-specific
constraints or requirements for empirical studies?

2) Undersianding the range of differeni contexls for empirical studies in soft-
" wale enRginesTing: ’
Why do we measuwre? What is it we want 10 know? How do the changing
project contexts affect our ability (o measure?

{3} Devising the appropriate procedures and mechanisms for empirical studics:
How shouid we perform empirical studies? How should we specify the
objectives and context of studies? How should we determine the appropriate
measures for a given chjective? How should we design the appropriate
cxperiments or case studies? How should we collect and validate product
and process data?

{4) Guiding the use of smpirical data 6 build or improve existing sofiware
models:
What are the approprizate analysis procedures for software engineering dat?
How can 1hese procedures help us create models of software processes and
oroducts? What altermatives exist to model building based on empirical
data?

(8) identifying appropriate concepts snd mechanisms for packaging existing
" models for reuse across projects;
What makes models rensable? How do we determine the needs for reuse?
How should we organize and build up reusable model librares? What
mechanisms are needed 1o support reuse of models across projects?

W
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(6) Proposing appropriate means of distributing experimental ideas to pracli-
tioners and students:
How do we make improvement happen in practice? What organizational
stroctures are needed 10 support technology transfer, especially what roles
can universities and industry play? How can we change our university cur-
ricula in order to instill ideas of empirical studies inte students early on?
How can we train practitioners in the experimental paradigm of software
engineering?

Session Organization

In order to address all these challenges, an international workshop on the topic "Exper-
imental Software Engineering Issues” was organized and held at the International Con-
ference and Research Center for Computer Science (IBFI) at Dagstuhl Castle in the
Federal Republic of Germany., The motivation for this workshop was to provide a
forum for a relatively small but representative group of leading experts in experimental
software engincering with an emphasis on empirical studies from both yniversities and
industry to mect and reflect on past successes and failures, assess the current state-of-
the practice and research, identify problems, and define future directions. An organiz-
ing committee identified key topics and key people 1o participate in the workshop. The
six challenges above were chosen for discussion along with people to present keynote
presentations and chair those sessions. A final session was aimed at devising an agenda
for the future.

After the selection of discussion topics, keynoters and session chairs was made,
approximately thirty more participants were invited to submit position papers cn one
of the selected topics. The participants came from Europe, the United States and Can-
ada, Asia and Australia. During cach session, a keynote prescntation was followed by
a number of position statcments and extensive discussion. The maicrials consained in
this velume include for each session the keynote address, position papers, and a dis-
cussion summary.

This workshop was scheduled to run from Monday, September 14, through noon
on Friday, September 18. Six half-day sessions (Monday, Tuesday, Thursday) were
devoted 10 the topics listed. Each session was organized by a session chalr, and intro-
duced by a keynote presentation intended to provide a crilical assessment of the topic
at hand and to make provocative statements to stimulate discussion. The keynote was
complemented by 2 number of position statements. The major portion of each session
was reserved for lively discussion. Wednesday was reserved for sightseeing in the city
of Trier. The wrap-up session on Friday moming was intended to synthesize the results
of a week-long discussion into a statcment of where we stand as a field (i.e., what we
agree on, what we don't agree on) and devise an agenda for future progress in our field,

Results

The results of the workshop can be summarized in terms of what has been achieved in
the past in terms of measurable benefits from the software practitioner's perspective,
what lessons have been learned regarding experimental software engineerng in gen-
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eral and smpirical studies in specific, what are remaining key points of dissent, and
what are the important topics for future work. The following summaries reflect the
consensus achieved in the discossion sessions compiemented by the written opinions
collected from the workshop attendecs via a questionnaire.

{A) Past Achievements (Practitioners’ Perspective):

Each workshop atienidee was in a position to report about empirical studies and/
or measurement programs and subjective results ranging frem increased nnder-
standing of certain software engincering phenomena or the improvements of
real-world software processes. Most of these achievements are not well docu-
mented or documentation is company-confidential. Most of the achicvements
are based on empirical studies in very specific contexts and cannot be general-
tzed due o the vaniability in contexts acrgss different organizations,

The workshop attendees felt that in order to live up to the theme of the work-
shop, we needed to come up with documented results which could be analyzed
by others and could be used to convey the patential value of empirical work in
terms of measurable benefits. One outstanding example was reported by Frank
McGarry from the Software Engineering Laboratory at NAS A's Goddard Space
Flight Center and will be mentioned here as an example. Frank McGarry
reported the following practical SEL achievements which had becn achieved
throngh and demonstrated via empirical studies:

»  People orienied technologies are most effeciive (e.g., inspections, Clean-
roomy) as opposed 10 autcmated 1ools

+  Commonly accepted complexity measures are not very meaningful in our
domain

o Ada software costs more to develop; less to deliver because of reuse (multi-
ple experiments)

« Inspections by stepwisc abstraction reading arc the mest effective and most
cost effective testing method

«  Modcis/relationships developed are incorporated into management process
{e.g., manager's hangbook) and supported (¢.g., SME)

« The error rates in development projects were reduced sigrificantly through
the use of Cleanroom (e.g., 33% on 2 series of 3 projects)

= Environmenial heritage/contexiflegacy is the dominant impact on processes
and products (e.g., vse of Ada cver time)

= Productive reuse is driven by process reuse and packaging of design - not by
code packaging (¢.g., Ada/OOD experiments)

= Some commonly accepted processes assumed 10 be heneficizl are ingppro-
priale for the SEL {(e.g., IVEY) ’
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« Personnel variation in productivity are tremendous {factors of 3 or 4 for
large systems; factors of up to 15 in small systems)

« Design strucwure (strength/coupling) is an excellent predictor of modvle
defects

Examples from other local environments have been provided but cannot be
reported in this brief summary.

(B) Past Achievements (Rescarchers’ Perspective):

The most important lessons learned about empirical stdics and measurement
include a broad agreement regarding the experimental nature of software engi-
neering., This experimental nature requires empirical studies as a driver for
leaming and improvement. Eropirical studics need to be performed with a goal
and hypothesis in mind and the context characteristics necd to be taken into
account when interpreting mcasurcment data. A varicty of approaches for
improvement and goal orientation were surveyed in Vic Basili's keynote
address.

The meost frequently occurring themes during the discussion and on the ques-
tionnaires were:

+ Software cngineering research needs to be driven by empirical studies
«  Meirics and data in isolation (i.e., without context) are useless

« No single set of metrics is universally best

= Sound empirical approaches are essential

= Empirical studies have produced results in local contexis; but we have not
been able to generalize local results

As an example, Vic Basili and Frank McGarry from the Software Engineering
Laboratory at NASA's Goddard Space Flight Center reported the following
research lessons they had learned about the application of empirical studies and
measurement over the past fifteen years:

« The purpose of experimentation is for self-improvement and self-under-
standing rather than inter-organization and inter-country comparison

= Expectation/provision of N to 1 improvement in productivity over finite
time (3 to 10 ycars) is bascless and won't happen!!!

« We are most effective when using multiple processes based on context (e.g.,
we are using Fortran/Functional-Decomposition-based design/reuse-ori-
ented waterfall, ADA/OOD/reuse-oriented waterfail, and Cleanroom)

= Each of the above technologies and processes had 1o be tailored to our envi-
ronment

» Understanding (baselining) is absolutely mandatory as a first step (before
planning/controlling, technology transfer}

iX



BIBLIOTHEQUE DU CERIST

Process definition/lariiication of the empirical process is mandaiory for
successful experimentation/measyrement {.e., Doctor heal thyself)

The procese improveinenl paradigm is cqually important for the software
development task and the experimentation/data collection task

The process for empirical studies bas 10 be well defined and improved
There must be a goal/rationale for data collection

Data by itself provides minimal, most likely erroneous or detrimental
meights

The measurement data has fntringic imprecision, inconsistency, and incom-
pletely represented context and it always will, This drives the need to study
wends not absolute facts.

Packaging of experience is key to success - but is rarely done cffcclively

Packaging (i.e., development of local standards) needs to be experience
driven (e.g, 2167 A is an incompiete approach

Effective cookbooks can be developed for particular domains fe.g., SEL
measurement handbook, SEL management handbook)

More data does not necessarily mean better resulis (i.e., national databases
for measurement data are a waste of timie and rcsources)

Experimentation requires two identifiable, separate {but cooperating) orgarn-
izational infrastructure components, which both invelve cost

- overhead o project (noise -- < 2%)

- analysis and synthesis of data (8-10%)

- support {quality assurance, databases, ...)

Developers treat data collection/experimentation as an annoyance only, not
as significant impact

Infusion of significant process change {(e.g., Ada, Cleanroom, OOD)
requires 5 to 10 years

{C) Key Points of Dissent:

Although, all workshop participants agreed on the need for employing cmpiri-
cal studies and measurement in order to introduce engineering discipline mnto
the field of software engincering, several points of dissent remained,

Exampiles of dissent explicitly voiced by paritcipants included:

Are large-scale, reai-world experiments feasible from a scientific point of
view? The majority opinion was that large-scale experiments {better: case
studies) are feasible. They serve the purposcs of observing trends rather
than absolute facts and are needed lor scaling up statistically significamt
observaticns from conwolled experiments. In any enginecring discipling
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such large-scale experiments are a useful and necessary. The minority opin-
ion was that large-scale experiments can never be sound from a pure scien-
tific perspective and, therefore, are not helpful.

+ What are the right kinds of goals for measurcment and empirical studies to
begin with? The majority opinion was that there is no general answer to this
question. The only rule of thumb is 10 start with goals oriented (owards
understanding, {o continue with goals oriented towards betier management
and prediction, and ultimately address goals aimed at change/improvement.
The specific goals depend on the needs and characteristics of the organiza-
tion at hand. The minority opinion was that one should always start with
micro-level goals (c.g., understand a testing process) before moving
towards macro-level goals (¢.g., understand the entire development proc-
ess).

+ It the Hawthome effect crucial? Some viewed the impact of the Hawthorme
effect as so crucial that they concluded measurement of people could/should
not be performed at all; others viewed it as non-critical. Again, there
secemed to be a difference of opinion depending on the purpose of empirical
studies and measurement. The majority opinion was that the Hawthome
effect can be tamed using appropriate statistical designs/analyses.

» How can empirical studies and measurement be introduced in teaching cur-
ricula? The majority viewed it as essential 10 train students from the begin-
ning in evaluating the effects of methods and tools. A minority suggested
postponing the topic to advanced software engineering classes,

(D) Important Topics for Future Work:

Future work needs to cmphasize both the development and assessment of better
infrastructure technology (i.c., principles, methods, tools) for experimentation
and measurement, the application of that infrastructure for empirically invest-
gating existing software evolulion aspects in order to build better models of the
basic building blocks of our discipline, and the infusion of empirical studies
ideas into the educalional system (i.e., teaching and training) and the real world.

As far as the development and assessment of infrastructure technology for
experimentation and measurement is concerned, there was widespread agree-
ment that the most significant need for research exists in technologies for mod-
cling software engineering aspects, feeding back empirical data o improve
those models, and organizing models for reuse, as well as in the availability of
more laboratory cnvironments for empirical studies. Specific suggestions
included:

« Better approaches for scaling up empirical results from small, conirolled
environments to large, real-world environments

« Infrastructure for software measurement, spanning metrics specification,
collection, analysis, visualization and predictive guidance

Xl
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Alicrate approaches for validaiing software models based on small sets of
data points

A saxonomy of study types depending on the purpose of study
Formal approachss for hypothesis formulation
Proccsses for creating baselines for different domains and environments

An cxpanded notion of study context 1o include different processes and
organizational struciures in different business domaing

Investigation of ths use of better graghical, animated methods for presenting
and analyzing experience models

Demonstration of practical benefits of measurement and risk {based on data)

More real laboratorics for conducting empirical research (Existing exam-
ples include the Software Engineering Laboratory at NASA's Geddard
Space Flight Center and the Software Technology Transfer Initiative Kai-
serslawtern {STTI-KL}) at the Umiversity of Kaiserslautern. )

Communication networks enabling individual rescarch groups and compa-
nics (o cooperaie in the scnse that empirical studies are being replicated
across environment boundarics to improve the believability of local findings
or understand the impact of different contexis (An existing example ig the
International Software Engineering Research Network (ISERM) founded by
Prof. Basili, USA, Prof, Cantone, ltaly, Dr. Oivo, Finlend, Prof. Rombach,
Germany, Prof. Selby, USA, and Prof. Torii, Japan.}

As far as the empirical investigation of existing software evolution aspects are
concerned, major efforts ave needed in the following arcas:

L]

a

Characterization of naturally occurring sofiware artifacts
Anelysis of process-product relationships
Measurement of (Derivation of measures for) the evolution of software

deasurement of (Derivation of measures for) integration aspects of soft-
ware

Documentation and publishing of results and achievements in objective
terms (see the SEL example under (A) and (B))

Promotion of existing knowledge via software engingering handbooks
(! Don't be afraid of incompleteness at this stage 1)

Development of social and economic models for software evoiution

Ag far as the infusion of empirical studies ideas into education and practice are
voncerned, major efforts are nesded in the following areas:

Xl
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« Development of undergraduate software engineering courses stressing engi-
neering aspects (e.g., problem solving vsing heuristics) supported by appro-
priate textbooks

» Development of graduate software engincering courses stressing the basic
principles, methods and tools for measurement and empirical studies sup-
ported by apprapriate texthooks

+ Development of technology transfer programs based on measurement (i.e.,
first, quantitative baselines of the state of affairs need to be developed; sec-
ond, changes for the purpose of improvement can be introduced})

In summary, the workshop served as an important event in continuing to strengthen
empirical sofiware engineering as a major subdiscipline of software engineering. The
deep interactions and important accomplishments from the meeting documented in this
proceedings have helped identify key issues in moving software engineering as a
whole towards a true engineering discipline. By the end of the workshop, most of the
attendecs acknowledged that they feel part of a true community of empirically orienied
software engineers. In order o foster that sense of community, the empirical software
engineering community intends to hold a continuing series of conferences and meet-
ings that build on this workshop. Furthermore, an e-mail list for communication and
exchange of information among people interested in empirical software engineering
research was suggested.

NOTE: Such an e-mail list "empirical-se@informatik.uni-kl.de” now exists!
Requests to join should be sent to "empirical-se-request@informatik,uni-kl.de".
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What is software and software engineering?

Software can be viewed as a part of a system solution that can be encoded to execute
on a computer as a set of instructions; it includes all the associated documentation nec-
essary to understand, transform and use that solution. Software engineering can be
defined as the disciplined development and evelution of software systems based upon
a set of principles, technologies, and processes.

We will concentrate on three primary characteristics of softwarc and software engi-
neering; its inherent complexity, the lack of well defined primitives or components of
the discipline, and the fact that software is developed, not produced. This combination
makes software something quite different than anything we have dealt with before.

One important characteristic about software is that it can be complex; complex to
build and complex to understand. There are a variety of reasons for this. For example,
we often choose software for a part of the solution, rather than hardware, because it is
the part of the solution we least understand, or it is something new, or there is a
requirement for change and evolution of the function or structure. In all of these cases
complexity is introduced, the development becomes error pronc, estimation is difficult,
and there is a lack of undesstanding of implications of change.

However, the primary reason software is complex is probably the Iack of models,
especially traciable models of the product, process and any other forms of knowledge
required to build or understand software solutions as well as the the interaction of
these models. Software is not very visible, i.e., we do not have satisfactory models of
the various aspects of the software, e.g., the functionality, the quality, the structure. In
fact we do niot even have intuitive models in many cases. This leaves us with a poor
understanding of processes, reguirements, and products.

Lastly, software is created via a development process, not a manufacturing process.
This really means software is engineered. We have learned a great deal about quality
manufacturing in the past few decades but we have not learned much about quality
development/engineering.

So given the nature of this discipline, how does one begin 1o analyze the software
product and process.





